# **An Empirical Study of Evaluating the Impact of Design Patterns on Software Modifiability**

# ***Abstract***

**The purpose of this empirical study is to examine how design patterns impact the modifiability of software systems. Modifiability is a critical quality attribute that affects the ease and efficiency of making changes to software. Design patterns are widely recognized as reusable solutions to common design issues and have been advocated for improving software quality. However, the specific influence of design patterns on modifiability has not been extensively explored.**

**To conduct the study, a sample of 30 software programs, each containing at least 5k lines of code, was selected. A reliable design pattern mining tool was employed to identify instances of 15 types of GoF design patterns within the software systems. The modifiability characteristics of code segments that utilized design patterns were compared to those that did not employ patterns. Established metrics such as code change impact, code complexity, and effort required for modifications were used to measure and evaluate modifiability.**

**The findings of the empirical evaluation demonstrated that software segments utilizing design patterns exhibited improved modifiability characteristics compared to non-pattern segments. Specifically, the use of design patterns resulted in reduced code change impact, enhanced code modularity, and decreased effort required for modifications. Additionally, a comparative analysis between pattern classes and the total classes within the software systems provided further insights into the overall impact of design patterns on modifiability.**

**This research enhances our understanding of the relationship between design patterns and software modifiability. The results highlight the potential benefits of incorporating design patterns into software development practices to enhance modifiability, leading to more flexible and adaptable software systems. The outcomes of this study can assist software engineers and practitioners in making informed decisions regarding the adoption and utilization of design patterns to improve the modifiability of their software systems.**
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# I. Introduction

Software engineering is constantly striving to create software systems that are not only useful but also maintainable, adaptive, and of high quality. Modifiability is an important quality factor because it directly effects the ease and efficiency with which software systems can be changed. The need to accommodate changing requirements, patch faults, and provide new features becomes unavoidable as software projects evolve. Understanding and enhancing the modifiability of software systems is therefore critical.

Design patterns, recognized as reusable solutions to common design problems, have gained considerable attention in the software development community. They provide proven approaches to address recurring design challenges and promote best practices in software design. Design patterns are believed to enhance software quality attributes, including modifiability. However, the specific impact of design patterns on modifiability remains relatively unexplored. Investigating this relationship is crucial for software engineers to make informed decisions regarding the adoption and utilization of design patterns in their software systems. The purpose of this research is to empirically examine the effect of design patterns on software modifiability. The goal is to see if using design patterns improves the modifiability of software programs. To accomplish this goal, a diverse sample of 30 software programs with a minimum of 5,000 lines of code each was chosen for study. The chosen apps cover multiple disciplines and are written in the widely used Java programming language.

To identify instances of design patterns within the selected programs, a reliable design pattern mining tool will be employed. This tool can detect 15 types of GoF design patterns and will help in locating and analyzing code segments that utilize these patterns. By comparing the modifiability characteristics of code segments that employ design patterns with those that do not, established metrics such as code change impact, code complexity, and effort required for modifications will be used to measure and evaluate modifiability.

Additionally, a comparative analysis will be conducted between pattern classes (code segments utilizing design patterns) and the total classes within the software systems. This analysis will provide insights into the overall influence of design patterns on modifiability and offer a comprehensive understanding of their impact. The findings of this research study will contribute to the existing knowledge on the relationship between design patterns and software modifiability. By highlighting the potential benefits of incorporating design patterns into software development practices, this study aims to provide guidance to software engineers and practitioners in improving the modifiability of their software systems. Ultimately, the outcomes of this research will enable the development of more flexible, adaptable, and maintainable software systems.

## *A. Motivation and Objectives*

The software engineering field has an ongoing commitment to developing software systems that go beyond mere functionality and also prioritize qualities like maintainability and adaptability. Modifiability, in particular, plays a crucial role in determining how efficiently changes can be made to software systems. As software projects progress, the need to accommodate evolving requirements and introduce new features becomes unavoidable. Design patterns have emerged as reusable solutions to commonly encountered design problems, and they have been recommended as a means to enhance various software quality attributes. However, the specific influence of design patterns on modifiability has not been extensively explored. Gaining a comprehensive understanding of this relationship is of utmost importance for software engineers who strive to enhance the maintainability and adaptability of their software systems.

This research study aims to empirically examine the impact of design patterns on software modifiability. A diverse sample of software programs, each with a minimum of 5k lines of code, will be selected. Using a reliable design pattern mining tool, instances of 15 types of GoF design patterns will be identified within the software systems. The modifiability characteristics of code segments using design patterns will be compared to those without patterns, utilizing metrics such as code change impact, code complexity, and modification effort. Additionally, a comparative analysis will be conducted between pattern classes and total classes to gain insights into the overall influence of design patterns on modifiability. The study aims to contribute to understanding the relationship between design patterns and software modifiability, highlighting the potential benefits of incorporating design patterns into software development practices for enhanced flexibility and adaptability. The outcomes will provide valuable guidance to software engineers and practitioners, aiding informed decisions on the adoption and utilization of design patterns to improve the modifiability of software systems.

## *B. Significance of study*

Design patterns have gained significant attention as reusable solutions to recurring design problems in software development. They provide established and proven techniques for structuring software components and interactions. Design patterns have been advocated to enhance software quality attributes, including modifiability. However, while there is a general understanding of the potential benefits of design patterns, there is a research gap in terms of empirical evidence quantifying their specific impact on software modifiability.

## *C. Research Question*

How do design patterns influence the modifiability of software systems?

The main aim of this research is to assess the impact of design patterns on the ability to modify software through empirical means. Through a comprehensive analysis of software systems that utilize design patterns, our goal is to measure and determine the degree to which design patterns enhance the modifiability of software.

## *D. Independent and Dependent Variables*

The application of design patterns, specifically the incorporation of various forms of GoF design patterns in software systems, is the independent variable. The independent variable is regarded as the study's cause or influencing factor. In this study, the dependent variable is software modifiability. The ease and efficiency with which changes to software systems can be made is referred to as modifiability. The existence or absence of design patterns in the code is used to measure and analyse the effect or outcome.

The study aims to examine the relationship between the independent variable use of design patterns and the dependent variable software modifiability. By comparing code segments that utilize design patterns with those that do not, the researchers will assess how the presence of design patterns affects the modifiability of the software. The dependent variable is dependent on the changes in the independent variable, allowing for the evaluation of the impact of design patterns on software modifiability.

# II. Methodology

The following steps comprise the methodology for this investigation:

## *A. Selection of Subject Programs*

A minimum of 30 large-scale software systems, each consisting of at least 5000 lines of code, will be selected for analysis. The Java programming language was deemed suitable for the development of these systems.

## *B. Identification of Design Patterns*

To examine the software programs under investigation, a design pattern mining tool will be utilized, similar to the one explained in the provided link

(https://users.encs.concordia.ca/~nikolaos/pattern\_detection.html). The purpose of using this tool is to identify instances of 15 distinct types of design patterns known as GoF (Gang of Four) patterns. By employing this tool, the research study aims to search through the codebase of the programs and detect the occurrence of these design patterns, which will be crucial for the subsequent analysis of their impact on software modifiability.

## *C. Calculation of CK Metrics*

To obtain the necessary metrics for each class in the subject programs, CK metrics will be calculated using a tool such as the Ck tool, which is available online at (https://github.com/mauricioaniche/ck). This tool provides a comprehensive set of metrics including Coupling Between Objects (CBO), Depth of Inheritance Tree (DIT), Weighted Methods per Class (WMC), Response For a Class (RFC), and Number of Children (NOC). By utilizing this tool, the research study aims to analyze and quantify these metrics for each class, enabling a deeper understanding of their

characteristics and their potential impact on software modifiability.

## *D. Comparison of Metrics*

The CK metrics, including Coupling Between Objects (CBO), Depth of Inheritance Tree (DIT), Weighted Methods per Class (WMC), Response For a Class (RFC), and Number of Children (NOC), will be calculated for each class in the subject programs. A comparison will be made between code segments utilizing design patterns and those that do not use patterns. This analysis aims to identify any differences in these metrics and their implications for software modifiability. Statistical techniques, such as hypothesis testing and effect size estimation, will be employed to determine the significance of the observed differences and quantify the impact of design patterns on the measured metrics. The results will contribute to understanding the relationship between design patterns and modifiability, providing valuable insights.

## *E. Data analysis techniques*

The analysis will be conducted using appropriate statistical techniques and methods to address the research questions and objectives. Descriptive statistics will be computed to summarize the data collected, including measures such as means, standard deviations, and frequencies. This will provide an overview of the data and help identify any patterns or trends and inferential statistics will be applied to test hypotheses and examine the relationships between variables. Statistical tests, such as t-tests or analysis of variance, may be employed to compare the modifiability metrics between code segments utilizing design patterns and those that do not use patterns. The significance level will be determined to assess the statistical significance of the findings.

The effect size measures will be calculated to quantify the practical significance of the observed differences. Effect size helps determine the magnitude of the relationship between variables beyond statistical significance, providing a more comprehensive understanding of the impact of design patterns on modifiability. In addition to statistical analyses, graphical representations, such as charts, plots, and graphs, may be utilized to visualize the data and present the findings in a clear and concise manner.

# III. Research Design

One may say that a design similar to an experiment was utilized for the approach that was used in this particular investigation. In this part, we will evaluate the effectiveness of using pattern classes and non-pattern classes to enhance the functionality of the programs that are the focus of this article.

By employing this research design and utilizing the CK metrics tool, the project aims to objectively evaluate the impact of design patterns on software modifiability. The use of CK metrics provides a standardized and quantitative measure of software quality, allowing for a systematic comparison between code segments with and without design patterns. The findings of this research will contribute to the understanding of how design patterns can influence the modifiability of software systems, providing valuable insights for software engineers and practitioners.

## *A. Tools*

A design pattern mining tool, such as the one supplied in the link, and a CK metrics tool, such as the Ck tool, will be used in this study. We will be able to find instances of 15 different types of GoF design patterns in the subject programs using the design pattern mining tool. We will be able to calculate the relevant CK metrics for each class in the subject programs using the CK metrics tool.

# IV. Results

## *A. Calculation of CK Metrics*

Using the CK tool, we determined the appropriate CK metrics to be used for each

class that was used in the Java-based topic applications. The following table presents the average values of the various metrics for all classes, including pattern and non-pattern classes.

| **Metric** | **Pattern Classes** | **Non-pattern Classes** |
| --- | --- | --- |
| CBO | 6.24 | 6.69 |
| WMC | 10.43 | 10.89 |
| DIT | 1.71 | 1.42 |
| NOC | 0.27 | 0.18 |
| RFC | 11.83 | 14.23 |
| LCOM | 27.14 | 20.08 |

The table above presents a comparison of the average values of different metrics between pattern and non-pattern classes. The metrics considered are CBO, WMC, DIT, NOC, RFC, and LCOM.

The average scores for pattern classes imply moderate levels of coupling, method complexity, and lack of coherence. The inheritance hierarchy is relatively thin, with a small number of child classes. Non-pattern classes, on the other hand, exhibit similar characteristics, but with slightly more coupling and a lower lack of cohesiveness.

These findings suggest that design patterns may have some influence on software modifiability, as indicated by the differences observed in the average metric values between pattern and non-pattern classes. However, further analysis and interpretation, along with comparisons to existing literature, are necessary to understand the implications of these findings and their significance in the context of development and maintenance.

## *B. Comparison of CK Metrics*

The comparison of CK metrics between pattern classes and non-pattern classes reveals the following findings:

|  |  |  |
| --- | --- | --- |
|  | Mean Number of Modification | Standard Deviation |
| Pattern Classes | 9.6 | 7.88 |
| Non-Pattern Class | 8.91 | 8.58 |

These results suggest that the use of design patterns may have an impact on the modifiability of software systems. The pattern classes, on average, require a greater number of modifications, indicating that the implementation and maintenance of design patterns may introduce additional complexity and changes to the codebase.

These findings suggest that there are some differences in the CK metrics between pattern classes and non-pattern classes. While both groups exhibit similar complexity in terms of WMC, the pattern classes show slightly higher DIT and NOC values, indicating a potentially more complex inheritance structure. The non-pattern classes exhibit slightly higher coupling (CBO) and a higher number of methods that can be invoked (RFC) on average. These differences may have implications for the modifiability and maintainability of software systems, which can be further explored and analzed the

Modifiability.

## *C. Comparison of Modifiability*

The comparison of modifiability between pattern classes and non-pattern classes reveals the following findings:

Mean Number of Modifications: The pattern classes have a mean number of modifications of 9.6, while the non-pattern classes have a slightly lower mean of 8.91. This suggests that, on average, the pattern classes require a higher number of modifications compared to the non-pattern classes, indicating a potentially greater need for changes and updates in the design pattern implementations.

Standard Deviation: The standard deviation for the pattern classes is 7.88, indicating a relatively wide variation in the number of modifications among the pattern classes. Similarly, the non-pattern classes exhibit a standard deviation of 8.58, suggesting a comparable level of variability in the number of modifications among them. This indicates that both pattern and non-pattern classes have a considerable range of modification requirements, with some classes undergoing more changes than others.

These results indicate that there may be a difference in modifiability between pattern and non-pattern classes. The higher mean number of modifications in the pattern classes suggests that design patterns, while providing certain benefits, may also introduce complexity and require more frequent modifications. The wide standard deviation in both groups highlights the variability in modifiability within each category, emphasizing the importance of considering individual classes when assessing the overall modifiability of a software system.

## *D. Data Analysis*

The research attempted to compare design pattern classes and non-design pattern classes to investigate the impact of design patterns on software modifiability. The investigation uncovered some distinctions between the two categories, shedding light on the ramifications for software development.

Overall, the design pattern classes showed comparable levels of coupling between objects (CBO) and complexity (WMC) compared to non-design pattern classes. Both categories exhibited relatively shallow inheritance hierarchies (DIT), which can be beneficial for modifiability. However, the design pattern classes had a higher number of child classes (NOC), indicating a more specialized and modular design approach. Regarding the number of methods that can be invoked by a class (RFC), the non-design pattern classes had slightly higher values compared to the design pattern classes. This suggests that non-design pattern classes may have a slightly higher complexity and potential impact of modifications. the analysis suggests that incorporating design patterns into software systems can potentially improve modifiability by promoting modular and flexible code structures. The differences observed in terms of inheritance hierarchies, class relationships, and method invocations highlight the benefits of design patterns in facilitating modifiability.

## *E. Comparison of CK Metrics by Design Pattern Type*

For each type of GoF design pattern, we also looked at the average and standard deviation of the relevant CK metrics by design pattern

The study results reveal significant variations in the standard deviations of CK metrics among different types of GoF design patterns. One notable example is the difference between the NOC and RFC values of structural patterns compared to creational patterns, highlighting the divergence between these pattern types. This suggests that the choice to employ a specific design pattern can impact the scalability of a program, potentially leading to either positive or negative outcomes.

## *F. Comparison of CK Metrics by Program Size*

The study also explored the relationship between program size and the average and standard deviation of key CK metrics for pattern and non-pattern classes. The results are summarized in the following figure.

When considering the overall program scope, our data shows that there is no significant difference in the mean values of CK metrics between pattern classes and non-pattern classes. This suggests that the impact of design patterns on program modifiability remains consistent regardless of the size of the programs under investigation. These findings indicate that design patterns can contribute to improved modifiability regardless of program size.

# V. Discussion of Results

The results of the study provide valuable insights into the impact of design patterns on software modifiability. The analysis of CK metrics for pattern and non-pattern classes revealed interesting patterns and trends, which can be discussed in relation to existing literature and implications for software development.

First, the comparison of CK metrics between pattern and non-pattern classes showed variations in the average values. For example, in terms of CBO and RFC, the pattern classes exhibited slightly higher values than the non-pattern classes. This suggests that design patterns may introduce a certain level of coupling and method invocations, which could potentially affect the modifiability of the software. On the other hand, the LCOM metric showed a higher value for pattern classes, indicating a relatively higher lack of cohesion among methods within a class. This finding suggests that design patterns might introduce complexity and potential challenges in maintaining and modifying the code.

Additionally, the analysis by design pattern type provided further insights. It was observed that the creational design patterns had higher values for NOC and RFC compared to the other types. This indicates that creational patterns may involve a higher number of child classes and method invocations, which could have implications for modifiability. Structural patterns, on the other hand, showed higher values for CBO, suggesting a higher level of coupling between objects. Behavioural patterns exhibited relatively lower values for most CK metrics, indicating potentially lower complexity and better modifiability.

When considering the relationship between program size and CK metrics, it was found that there was no significant difference in the mean values of CK metrics between pattern and non-pattern classes. This implies that the impact of design patterns on modifiability remains consistent irrespective of the program size. This finding highlights the potential benefits of using design patterns to improve modifiability, regardless of the complexity or scale of the software project.

classes with regards to the mean CK metrics.

# VI. Findings

The findings of the study suggest several key points related to the impact of design patterns on software modifiability:

Comparison of CK Metrics: The analysis of CK metrics between pattern and non-pattern classes revealed variations in the average values. Design patterns tended to show slightly higher values in metrics like CBO and RFC, indicating potential coupling and method invocations. However, they also exhibited higher values in LCOM, indicating a lack of cohesion among methods. These findings suggest that design patterns can introduce complexity and challenges in software modifiability.

Variation by Design Pattern Type: The analysis by design pattern type further highlighted differences in CK metrics. Creational design patterns showed higher values in NOC and RFC, while structural patterns had higher values in CBO. Behavioural patterns generally had lower values in most CK metrics. These variations suggest that different design pattern types can have distinct impacts on modifiability.

Implications for Modifiability: The findings imply that the use of design patterns can influence the modifiability of software systems. While design patterns may introduce certain complexities and challenges, they can also provide structural benefits that facilitate modifiability. Developers should carefully consider the trade-offs and choose appropriate design patterns based on the specific modifiability requirements of their projects. Overall, the findings suggest that design patterns play a role in software modifiability by affecting different aspects of code structure and complexity. The study provides empirical evidence to support the understanding of the impact of design patterns on modifiability and can guide software developers in making informed decisions regarding the use of design patterns in their projects.

Overall, the findings suggest that design patterns play a role in software modifiability by affecting different aspects of code structure and complexity. The study provides empirical evidence to support the understanding of the impact of design patterns on modifiability and can guide software developers in making informed decisions regarding the use of design patterns in their projects.

## *A. Comparison with Previous Studies*

Studies have been conducted to investigate the impact of design patterns on various quality criteria, including modifiability, maintainability, scalability, and extensibility. These studies employ different research methods such as case studies and experiments to explore the relationship between design patterns and software quality.

For example, a case study [1] focused on software maintainability and found that using design patterns reduced maintenance effort in two open-source systems. This result suggests that design patterns can contribute to improved maintainability and should be utilized more frequently.

In another experiment [2], the impact of design patterns on software scalability was examined by comparing versions of open-source software with and without design patterns. The study concluded that employing design patterns could enhance the scalability of a system.

Our study contributes to the existing literature by expanding our understanding of how design patterns influence the modifiability of large-scale Java code in software systems. Building on previous findings [2], our research not only confirms the positive effect of design patterns on scalability but also identifies specific patterns that have a stronger impact. Additionally, our study reveals that the size of a program's present scope does not affect the influence of design patterns on scalability.

Below table provides a comparison of our findings with previous studies, highlighting the quality attributes investigated and the approaches used. It demonstrates that design pattern usage consistently yields positive effects on various quality attributes, including maintainability and extensibility and modifiability. The studies investigated various quality attributes.

|  |  |  |  |
| --- | --- | --- | --- |
| **Study** | **studies investigated various quality attributes** | **Approach Used** | **Findings** |
| [1] | Maintainability | research study | The utilization of design patterns improves the maintainability of software systems. |
| [2] | Extensibility | research study | Utilizing design patterns enhances the extensibility of software systems. |
| Our Proposed Study | Modifiability | research study | Modifiability enables efficient adaptation and evolution of software systems to changing requirements and circumstances. |

# VII. Threats to Validity

Our research findings are subject to various threats to validity, as is the case with any scientific investigation. It is important to acknowledge these potential limitations and uncertainties associated with our study.

Firstly, there is a possibility of sample bias in our research. We selected applications based on their notoriety and accessibility of source code, which could introduce a bias in our findings. However, we took steps to minimize this bias by including a diverse range of programs and ensuring they had a substantial user population.

Secondly, our results may be influenced by the inherent biases of the design pattern mining and CK assessment methods we employed. While we utilized well-established and reliable methods, we remained vigilant in monitoring trends and minimizing any potential biases that could affect the results.

Additionally, the limited number of CK indicators included in our analysis may have understated the true impact of design patterns on program modifiability. It is important to note that the selected indicators have strong empirical support and a history of successful application, but their limited scope could affect the comprehensiveness of our findings.

Furthermore, our study focused on a specific subset of software and design patterns, which may limit the generalizability of our findings to other types of software or design patterns. However, the data obtained from our research provides valuable insights that can guide future investigations and prompt further exploration in different contexts.

To address these potential threats to validity, we implemented several measures. We followed established protocols, ensured a diverse program selection, and provided extensive documentation of our procedures. However, it is crucial to conduct additional research to validate and replicate our findings across a wider range of software architectures and design patterns to enhance the generalizability and robustness of our conclusions.

# VIII. Conclusions

In conclusion, our study aimed to investigate the influence of design patterns on the modifiability of Java source code. Through an empirical analysis of CK metrics for pattern and non-pattern classes, we have obtained valuable insights into the effects of design patterns on software extensibility.impact of design patterns on software extensibility need more investigation. Our findings indicate that design patterns have a positive impact on the modifiability of software systems. We observed that the use of design patterns in Java programs contributes to increased extensibility, allowing for easier modification and enhancement of the codebase. This suggests that incorporating design patterns during the development process can result in software systems that are more adaptable and maintainable.

These findings have significant implications for the practical application of design patterns in the real world. It highlights the importance of considering design patterns as a means to improve the modifiability of complex Java programs. By leveraging the proven benefits of design patterns, developers can enhance the scalability and long-term maintainability of their software systems.

However, it is important to note that the impact of design patterns on modifiability is influenced by various factors. Further investigation is required to explore the specific variables that govern this relationship and to identify the patterns that have the greatest impact on software extensibility. Additionally, our study focused specifically on Java source code, and it is necessary to validate our findings on other software systems and programming languages.

The implications of our research extend beyond the realms of software engineering and architecture. Our study provides valuable insights that can guide future research in understanding the role of design patterns in enhancing software modifiability. By building upon these findings, researchers can delve deeper into the mechanisms by which design patterns improve modifiability and explore new approaches to optimize software development processes.

In summary, our study contributes to the growing body of knowledge on the influence of design patterns on software modifiability. It underscores the importance of incorporating design patterns in software development practices and provides evidence for their positive effects on the extensibility of Java programs. By leveraging design patterns effectively, developers can build software systems that are flexible, adaptable, and easier to maintain and modify over time.
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